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Abstract

In this paper, the results of two industrial case studies on software
project management are presented. These case studies revealed key
problem areas in software project management and also proved that
there is a serious lack in training of software project managers. To
reduce these deficiencies, we suggest a new approach for teaching
project management: simulating software projects. The simulation is
based on models of software development processes that can be
executed. We present a new simulation model, the QA model. The
development of that model was strongly guided by the results of the
case study. We show in detail how simulation models can be
bolstered by specific industrial data to provide the highest possible
benefit to simulation model users.

Keywords: Software Engineering, Project Management, Software
Engineering Education, Empirical Investigation, Process Modeling.

1 Introduction

Over the past years, software development projects have increasingly been plagued
by schedule and cost overruns while product quality is often poor. In reaction to this,
many software companies have started initiatives to improve their software
development processes [1]. In this context, a key factor in software development
projects deserves particular attention: the project management.

In this paper, we present the results of two industrial case studies on software
project management. These studies were motivated by the company’s goal to
improve software project management. At the beginning, a project management
assessment was performed using structured, on-site interviews with software project
managers. To verify the qualitative data collected during the assessment, a second
investigation was performed by measuring quantitative data of a completed software
development project. Analysis of the collected data clearly demonstrates a lack of
education and training of project managers.

Consequently, project managers need to be better trained before leading software
projects. Above all, management experience is required to plan and control software
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projects successfully. Experience is the key to assess situations and to foresee
consequences of possible decisions with some confidence. However, becoming an
experienced software project manager usually “costs” many wrong decisions taken
in real software projects. Within our research project SESAM (Software Engineering
Simulation by Animated Models), we propose a new approach for software project
management education. The new solution consists in simulating software projects
interactively. The basic idea is to create a model of the software development process
and to execute the model using a simulation system. The model is complemented by
an initial project scenario. Thus, software projects with a given task, given resources,
or constraints can be simulated.

This paper introduces a new simulation model, the QA (Quality Assurance)
model. The results of the two case studies thereby significantly supported model
development. The QA model covers all software development activities from
requirements specification to product delivery. It especially emphasizes the effects
of quality assurance activities.

We will then show how simulation of SESAM models, e.g. the QA model, can
help to reduce the deficiencies of software project management identified in our
investigations. Vice versa, if planned according to the metrics system used for a
SESAM model, empirical investigations can contribute to the validation of the
model and help tailoring it to specific environments.

2 Two Case Studies on Software Project Management

2.1 Description of the Case Studies

At the beginning we performed a project management assessment by means of
structured, on-site interviews with seven software project managers. Its purpose was
to assess and better understand the current practice and problems of software project
management. Furthermore their impact on software development projects was
investigated. The questionnaire used for these interviews covers more than 70 factors
potentially influencing the process and outcomes of software projects [2]. To
develop the questionnaire, other investigations were taken into consideration [3], [4],
[5]. The questions mainly address human factors and organizational aspects.

Most of the information collected during these interviews was qualitative and
subjective. Hence, in a follow-up study we performed a quantitative evaluation by
measuring an already completed software project in considerable detail to verify the
results of the first study. Furthermore this increased insight into the reasons for
certain problems occurring during software development projects. The design of the
second study is mainly based on [2] and [6].

Measuring a software project requires multiple sources of information. Hence, the
empirical investigation was implemented as follows: First we collected data on the
basis of several interviews with the technical manager and the project manager. In
addition, we asked the project staff to complete questionnaires concerning personal
aspects or quality assurance activities. Some information concerning defect and
change management data was provided by a tracking system used in the software



project. Additionally, we analysed the project key deliverables such as the project
plan, project status reports, source code, and user documentation.

We now briefly describe the central aspects of software development projects we
were interested in. Some of these aspects were only recorded for the project
examined in the second study. The complete definition and planning of both studies
can be found in [2] and [7].

2.1.1 Project Profile

To record the specifics of the investigated projects, we measured characteristic
attributes such as project nature, project scope, and project type. Furthermore we
examined items such as the organization structures used on the project and the
application domain.

2.1.2 Project Totals

To get an overview of the performance of the investigated projects, we compared the
planned and actual items for overall project effort, schedule, and cost.

2.1.3 Project Tasks

In both studies we asked the project managers to list all tasks that have been
performed during the project and to estimate the percentages of project effort which
each task required. To validate this information, in case of the second study we
collected detailed task-by-task information on the resources, effort, schedule, and
cost. Furthermore we were interested in the documents that had been produced in
each task as well as in the size of the deliverables in terms of page counts.

2.1.4 Project Environment

To analyse the influence of the project environment, we were interested in attributes
such as the goals or constraints levied against the project by senior management,
customer or user demands. For both studies, the level of customer and user
involvement during different phases was measured on a 5-point ordinal scale. In the
second investigation, this information was validated by additionally measuring
quantitative factors such as effort and schedule of customer and user involvement by
tasks and for the total project.

2.1.5 Project Management

To assess the strengths and weaknesses of project management, we measured the
following variables:

. Project management experience

. Time and effort invested by the project manager for management activities

. Methods and tools used for project planning, progress tracking, and cost
tracking

. Responsibilities for project management activities

. Risk management (methods used for the analysis and monitoring of risk

factors)



In case of the second study, this information was verified and complemented by
analyzing the corresponding documents (e.g. project plan, status reports).

2.1.6 Project Staff

Since project staff skills mainly influence the software development project, we
collected information on the qualification and experience of team members.
Furthermore, to assess the quality of personnel management, we recorded data such
as staff availability, training of team members, effort spent for communication, and
team continuity. For the measured project, we were also interested in the size and
structuring of the project team.

2.1.7 Quality Assurance

For the aspect of quality assurance we collected qualitative data on the kind of
quality assurance function and the quality assurance activities performed during the
project. For the second study, we explored the effectiveness of quality assurance
activities. We collected information on the number of defects found and the effort
required. For every defect we recorded the origin, the severity, the amount of effort
required to fix it, and the quality assurance activity that helped to uncover the defect.

2.1.8 Project Outcomes

The project outcomes were only analysed in case of the second study. For each
document produced during the project we were interested in the nature of the
document (e.g. specification, design document, user documentation) and the number
of pages in total. For the source code we measured the size in lines of code per
baseline. We distinguished different code classes such as delivered code, generated
code, prototyping code, test code, and reused code. In addition, the complexity of the
source code per baseline was measured.

To capture the productivity, we were also interested in the number of
documentation pages and in the number of lines of code produced per calendar
month, and the number of personnel involved.

2.2 Results of the Case Studies

In this section, we present some of the findings resulting from our investigations. We
concentrate on the most important weaknesses concerning project management. An
overview of all results is given in [2] and [7].

2.2.1 Insufficient Time Devoted to Project Management Activities

The first investigation shows that the time devoted to project management tasks was
in the range of 5 to 100% of the project managers’ overall working time. Although
we found that even those project managers who invested only between 5 and 35% of
their time in leading their project regarded this to be sufficient, analysis of the data
clearly indicates a correlation between the percentage of time spent for project
managing and controlling and overruns in schedule and budget. As a consequence,
75% of the investigated projects were not completed within the planned schedule —



deviations from schedule were up to 150%. If more time was spent for managing the
project and controlling its progress, the deviations from schedule were minor (from
20-70%). These effects can, among others, be explained by the weak progress
control (e.g. no updates of the initial project plan) as a consequence of the
insufficient effort associated with project management tasks.

These results could be confirmed by the second investigation. On average the
project manager could only spend 25% of his overall working time on managing the
project since he was assigned to up to four other software projects. According to the
plan, the overall effort estimated for project management was 15 manweeks, which
is less than 5% of the planned overall project effort. This project, too, was completed
with enormous cost and schedule overruns. In contrast to the first study, the project
manager did admit that the time spent was insufficient for leading a project of this
size.

2.2.2 Insufficient Education of Software Project Managers

Analysis of the collected data of both investigations demonstrates a lack of education
of project managers. While training the developers on technical topics is regarded as
necessary if ability and knowledge of team members is insufficient, none of the
interviewed project managers had ever participated in courses on software project
management. Hence, technical experts being promoted into managerial positions had
never been trained on the new skills required for successfully leading a software
project.

As a consequence, project managers did not know important project management
techniques. E.g., the only method that was applied by every project manager was
planning of schedule and milestones by means of Gantt charts because this was
supported by tools (e.g. MS Project). But project planning was done without
applying any cost estimation method or systematic risk management. Analysis
revealed that there was no explicit identification of risks in the project plan, and, as
a consequence, no explicit management of risks. Risks were first mentioned in the
status reports at the time of their appearance, but again without consequences on the
plan.

In most projects there was a lack of regular and explicit updates of the project
plan. We identified a clear deficit of project tracking and control.

Our conclusion is that organizations and project managers do not know how
important and useful the application of basic management techniques is in order to
effectively plan and control a software project. As a consequence, training on project
management techniques is often neglected.

2.2.3 Important Quantitative Data were not Available for Project Management

In all investigated projects there was no systematic collection of quantitative project
data that could be used to support project planning and to control the progress of the
current project. Consequently, we found that the estimation of effort and time for
new projects was always done based on the project managers’ experience or on the
experience of others. Looking at the answers we got from project managers, it is
obvious that the estimations based on experiences are highly inaccurate. E.g., there



were often unrealistic estimations concerning the productivity of team members or
the effort necessary for inter-project communication and quality assurance activities.
The second investigation shows a dramatic underestimation of the effort needed for
producing the user documentation. Because of this, all testing activities were
cancelled in order to complete the user manuals. Consequently, project planning
based on unrealistic estimations was one of the main reasons for the enormous time
and schedule overruns.

If there are no metrics defined to measure quality and progress, project managers
cannot realistically plan for further quality assurance tasks or effort necessary to
complete the software product. Hence, measuring a software development project is
the basis for any kind of software process improvement.

2.2.4 Quality Assurance was Often Neglected

Another aspect concerns quality assurance. Our investigations show that the
importance and value of quality assurance activities was underestimated by project
managers as well as by the development organization. Some project managers stated
that their projects had no quality assurance function at all. In some projects, the
project manager or the developers were responsible for quality assurance. In case of
the project investigated in the second study, analysis of the initial project plan shows
that it was planned to perform quality assurance activities such as design or code
reviews. No effort, however, was assigned to these tasks. Only for software testing
(as a quality assurance activity) information such as effort and time was estimated
and explicitly mentioned in the project plan. As a consequence, except one formal
review of the functional specification, only testing activities have been performed.
But although software testing was considered necessary, it was stopped because of
time pressure. This is also true for most of the projects of the first study. In case the
projects ran into schedule problems, the most common way to short-cut them was to
skip quality assurance activities. Hence, the schedule constraints always had priority
over quality goals. This may be reasonable in some cases, but it should not be the
standard case.

3 The SESAM Simulation System

Besides others, these findings clearly demonstrate a lack of training of project
managers. To reduce problems in leading software projects, managers need to be
trained in advance. In this chapter, we present our approach for teaching software
project management by executing models of software development projects in
SESAM. We will introduce a simulation model, the QA model, that aims at
demonstrating important effects in software projects (especially effects concerning
quality assurance).

3.1 Basic Idea

Providing a training environment for future project managers is one of the most
important aspects of the SESAM project. The project aims at creating a software



system that enables users to interactively simulate software projects. A potential
system user is a (future) project manager, also called student in the remainder. A user
may or may not have practical experience, however, a sound theoretical software
engineering and project management education is strongly recommended.

The user of the simulator receives a project description and plans the project
according to his or her abilities. The student then communicates with the system
using a simple interface. He or she can trigger game actions that correspond to
actions within real projects, like hiring new people, or assigning tasks to staff
members. Depending on the actions triggered, the student gets reactions from the
system. The success of the simulated project or its failure, respectively, depends on
the actions and decisions the project manager has taken. The progress of the
simulated project is reflected quantitatively using various process and product
attributes. After the simulation is finished, the process as well as the resulting
products can be analysed. This approach offers, among others, the following

opportunities:

. The simulation allows for demonstrating and explaining how the resources
used, or the management approach adopted, influence the overall project
results.

. The simulation is a means of examining the consequences of changing the
process, or the resources.

. The simulation of software projects allows for coaching future project
managers by exposing them to reality like problems and situations.

. The models can be tailored to specific development environments in order to

support project planning and project control.

Quantitative modeling is not a new idea. The pioneering work of Tarek Abdel-
Hamid aimed at gaining a fundamental understanding of software project
management processes [8]. His results have influenced a number of similar
approaches [9], [10], the basic idea of which is to describe and simulate software
processes using system dynamics. The drawback of system dynamics models is that
they are neither interactive, nor fine-grained. While well suited to describe
quantitative aspects, they do not provide means of interaction between model and
student for training purposes.

3.2 A SESAM Model - The QA Model

In the following section, a model of a software development process, the Quality
Assurance model (QA model), is introduced. We will discuss the modeling
approach, basic model assumptions, and the metrics used. Details on conceptual and
technical aspects of the SESAM simulation system can be found in [11].

3.2.1 Educational Goals and Model Requirements

Before developing the new simulation model, the educational goals have been
elaborated. We found it most important to provide sufficiently realistic simulation
models so that students accept the system as a training environment. Additionally,
the educational success strongly depends on the fact that the student is not guided by



the system but that the student is forced to control the project interactively and based

on his or her own decisions. One result of our analysis was the derivation of the

following basic educational goals.

. The model should be flexible so that the results of different management
approaches can be compared. Students should develop their own solutions to
a given management problem instead of following a predefined course of the
project.

. The model should be fine-grained. The commands the simulation model
accepts should resemble those actions a project manager would take in
reality. Thus, experience gained during simulation can be transferred to real
projects.

. The model should cover all phases of software development. Particularly in
the later stages of a software project, significant deficiencies or failings can
and will be unveiled. Students should be confronted with these serious
problems. Only after they have experienced these difficulties, they have a
chance to avoid them in real projects.

Preliminary studies within the SESAM project proved it difficult to develop a
universal model that fits any particular software project independent of its size. The
QA model concentrates on small to medium size projects and covers all development
activities from requirements specification to product delivery. Software
development can be supported by quality assurance activities. The QA model
includes reviews of all documents as well as different kinds of tests. As the results of
the case studies suggest, demonstrating the costs and effects of quality assurance
activities is especially important for most SESAM users.

3.2.2 Model Assumptions

SESAM models contain known effects in software projects. The knowledge and the
assumptions captured in the QA model mainly stem from the software engineering
literature and from experts. The literature search focused on empirical studies. The
results of these studies help to describe the cause and effect relationships in a
quantitative way. A few model assumptions are now discussed.

(1)  The productivity of the individual developer decreases as the size of the
project team increases since a growing amount of time is spent for
communication (e.g. in meetings). Brooks [12] demonstrated this correlation
first.

(2) Developers’ abilities and experiences fundamentally influence their
productivity as well as the quality of the results they produce [13]. This effect
is also reflected in different cost estimation methods, e.g. COCOMO [14].

(3) Reviews allow to find errors early in the development process. Completeness
and correctness of the reference documents significantly determine the
effectiveness of the review. Besides, reviews are influenced by other factors
like developers’ review experience or the effort devoted to the review
preparation [15], [16].

(4)  The later an error that was introduced early in the development process is
uncovered, the higher are the costs to remove that error [17].



3.2.3 Modeling Concepts and Metrics

The selected dynamic effects have to be represented in the simulation model.
Therefore, relevant entities have to be identified and are further described by
attributes. Definition of a coherent metrics system then allows to reflect changes of
the actual project state in a predominantly quantitative way.

The basic approach taken for the QA model consists in modeling documents and
developers. Developers produce or examine or improve different types of software
documents depending on the task assigned by the project manager. When producing
software, the developers have to identify, to transform, and to document customer
requirements.

Documents. The software that is produced during the simulated project is
characterized by its contents, its size, and its quality. The content of the software is
modeled by requirements. These requirements are measured using the Function
Point method [18]. This approach allows to abstract from a specific project task,
while preserving the opportunity to evaluate the simulated results quantitatively. The
metric is sufficiently abstract for being suitable for all types of software produced
during a project. Thus, a uniform approach for modeling different types of
documents could be chosen.

The size of a document is given in number of pages or lines of code, respectively.
The size is derived from the number of adjusted function points (AFP) contained in
a document. Thereby, the languages or notations applied for the respective document
are considered. The guality of a document is primarily characterized by assigning
errors to the requirements contained in a document. We distinguish analysis, design,
coding, and documentation errors to focus on the time of fault introduction.
Modeling the documents’ quality is complemented by assigning further individual
quality attributes (like readability) where necessary.

Developers. Developers are the most important resource in software projects. Their
knowledge and their experiences significantly influence the project results.
Consequently, the description of the developers in the QA model also concentrates
on their abilities. First the experiences of the developers concerning different tasks
(e.g. specifying, coding, or reviewing) are rated at an ordinal scale (no/low/average/
high). Second the skills regarding various notations and languages are evaluated.
Thus, a detailed individual profile of each simulated developer is constructed.

The different model elements are then dynamically combined. If, for example, a
developer is asked to design the system, he or she searches for a reference document,
e.g. the specification. This information is taken as a basis, and is transferred into the
system design depending on the individual skills. In the QA model, this software
production task is described by the following three attributes: the productivity rate
(AFP/hour), the error rate (number of errors/AFP), and the loss quote (% [AFP]).
Software examination and correction is modeled in a similar way. These activities,
however, allow to detect and to remove errors instead of introducing new ones.

Finally, the actual development process is characterized by cost, effort, and
duration.



3.2.4 Model Parameterization

A significant part of the cause and effect relationships covered in the QA model is
quantitatively supported by the data provided in [6]. This data stems from observing
a broad range of software projects that are further distinguished by their project class.
All productivity information is expressed on a function point basis and also given for
individual activities. Additionally, Jones [6] provides data material concerning
errors, costs, and duration. Where necessary, other investigations have been taken
into consideration, e.g. [15] or [16].

Despite this approach, there is still a number of model aspects that cannot be
bolstered by empirical data. Therefore, quantification of the QA model is
complemented by estimated parameters that have to be validated, as more empirical
data is available. Simulation experiments, however, showed the model to produce
plausible results. Results of different simulation runs are presented and discussed in
[19].

4 How Project Management and Investigations can
Benefit from the SESAM System and Vice Versa

As mentioned before, the results of the two industrial case studies provided valuable
support when developing the QA model. Analysis of the data allowed to identify
important aspects that should be focused on in the model. The results, however, were
only used in a qualitative respect. Below, we give reasons for this situation.

We then analyse how empirical studies and model development have to be
coordinated to gain the highest possible mutual benefit. Especially, we discuss the
requirements for also using the quantitative results of empirical studies within a
simulation model.

The empirical data collected in the case studies could not be used to bolster the
QA model quantitatively. This has the following reasons: (1) SESAM models aim at
reflecting reality as closely as possible. Comprehensive models are best quantified
using investigations that cover a number of different aspects on a broad statistical
basis. This, however, could not be ensured by the studies described above. (2) We
could not measure all aspects covered in the QA model since one of the main
deficiencies of project management is that hardly any quantitative data were
available. (3) To ensure that the data material “fits” the model, the metrics defined
for the data collection should be the same as those used in the model. But, since at
least model development is a long term activity, the tasks did overlap. At the time the
empirical studies started, the metrics system has not been fully defined.

However, even without being quantitatively bolstered, the QA model is highly
suitable to call attention to the problems identified in our investigations. First of all,
using the SESAM simulation system helps (future) project managers to gain
experience without wasting time and money in real projects. Users can examine and
compare the overall project results depending on the management approach taken.
Since the QA model covers all software development activities, project managers
can learn about the effort needed for different project tasks (e.g. specification, user



documentation, or code reviews). Furthermore the students are confronted with
reality like problems, so that they become aware of the potential risks and learn how
to manage them adequately. Hence, they will get an impression of how important it
is to assess and monitor risks during the software project. They experience which
quantitative information is needed to be able to assess product quality and project
progress (e.g. to estimate the remaining effort or to come to decisions). Probably, this
quantitative data will then be collected in real projects they have to manage. Another
effect that cannot be taught by text books is to determine the adequate amount of time
required for project management tasks.

Specifically, the problem of quality assurance neglection identified in both
investigations is best addressed by the QA model since it emphasizes the effects of
quality assurance activities. If (future) project managers interactively simulate the
software project modeled by the QA model, they will experience the consequences
of neglecting quality assurance (e.g. skipping testing activities because of schedule
problems). They will learn how quality assurance influences the overall project
results.

We will now give an overview of how these tasks should be coordinated best to
gain mutual benefit. To ease planning of empirical investigations, the QA model can
be used as an input for defining the metrics applied for data collection, i.e. the metric
definitions can be matched to those used in the model. Vice versa, the QA model can
then profit by the results of these investigations since the collected data can
contribute to the validation of the QA model (e.g. the representation of dynamic
effects). Hence, empirical data will be provided for those parameters that could only
be estimated during model development. Figure 4.1 demonstrates how SESAM
models and empirical investigations should influence each other.

Metric system

SESAM model _ Empirical
(e.g. QA model) . investigations

Empirical data

Figure 4.1: Interrelation between SESAM models and empirical investigations

The success of the suggested coordination of SESAM models and case studies
mainly depends on the data available in the investigated software projects. Hence, to
ensure that all aspects defined in the case study can be measured, it is first
recommended to introduce a metrics program for the company in consideration
based on the metrics system used in the SESAM model, e.g. the QA model. Vice
versa, the collected data allow for tailoring the SESAM model to the company’s
environment. Adjusting the model to a specific environment is important for the
following facts. (1) Transfer of the experiences gained by simulations to practical
work is simplified if the model used for the simulation is able to reflect the student’s
reality. (2) If tailored quantitatively to a specific development environment, SESAM
models can support planning and control of projects developed in this environment.
(3) Furthermore it is then possible to investigate the effects of process changes before



introducing them in real software projects.

Thus, to develop realistic SESAM models we need more company specific data.
Vice versa, industry benefits from models tailored to their specific needs. Figure 4.2
demonstrates this interrelation.

Data for planning
and control

- l
SESAM model Metric program _ Industrial
(e.g. QA model) project management

Empirical data

Figure 4.2: Interrelation between SESAM models and software project management

5 Conclusions and Outlook

In this paper, we have presented a new approach for teaching software project
management. The basic idea is to provide reality-like experiences to (future) project
managers by simulating software projects. The development of simulation models
for the SESAM system highly benefits from empirical investigations. They are not
only hints to key problem areas that should be considered in the simulation model.
Empirical investigations do also provide quantitative data which are needed for the
simulation. New empirical investigations that collect the data already used in the
simulation model allow for tailoring the models to a specific development
environment. In return, specific SESAM models are highly suitable for teaching
project managers that work in that environment.

Implementation of a simulation model proved the approach to be suitable for
project management education [20]. Since our current models are based on average
industrial data, we now plan to collect specific industrial data in further empirical
investigations. Then it is possible to perform specific education programs as well as
to validate the simulation model in an industrial environment.
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