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Overview

Our research focuses on the development of new and advanced methods and techniques in the broad area of software construction. Currently we are running a couple of projects in the context of software product line development. Here we address especially requirements and architecture issues.

In 2006 Thomas von der Maßen successfully completes his research project aiming in defining a quality model for feature based platform and product models. Furthermore he has headed the development of the tool RequiLine which was assessed to be one of the best product line development tools available. He left our group in April and joined Bertelsmann arvato AG. He received his Phd degree in January 2007.

Finally a new Software Engineering textbook was published by J. Ludewig, University of Stuttgart, and H. Lichter in September.

Teaching

In addition to undergraduate courses on Programming and Software Development the group offers on the graduate level the following set of courses focusing on Software Construction and Software Quality Assurance:

- Lecture *Software Quality Assurance and Project Management*
- Lecture *Product Line Development*
- Lecture *Object-Oriented Software Construction*
- B-IT Seminar *Software Maintenance*
- Seminar *Processes and Models of Software Development*
- Practical Labs

Furthermore we are responsible for the Software Engineering course of the master program Software Systems Engineering at the Thai German Graduate School of Engineering, Bangkok, Thailand.
Research Projects

Requirements Engineering for Software Product Lines

T. von der Maßen, H. Lichter

The development of a Software Product Line (SPL) is a demanding task for all stages of the software development process especially for the requirements engineering. The identification and modeling of common and variable characteristics are an essential task during the requirements engineering process. Communicating variability to stakeholders affects the success of projects significantly.

Feature based domain modeling is a well-known technique in requirements engineering of product lines to model variability within requirements. The overall objective is to model commonality and variability in a platform feature model (PLFM). From the PLFM, dedicated product feature models (PFM) can be derived. The PLFM is part of the platform requirements specification and a PFM is part of a product requirements specification. Though quality models for requirements specification exists, quality models for feature models have been neglected so far. Especially it must be examined, how variability influences the claimed qualities.

Evaluating the adequacy, integrity and consistency of PLFM is of high importance. The derivation of PFMs can only be done, if the PLFM does not show any inconsistencies. Therefore the research group has defined categories of inconsistencies and identified the problems that can appear within the models and introduced metrics to determine if variability is adequately modeled.

Our research group continued furthermore the work on RequiLine, a requirements engineering tool that supports the management of natural language requirements and feature models, equally. RequiLine has been enhanced by a PFM derivation wizard. This wizard guides the user through the derivation process to avoid the building of inconsistent PFMs. Furthermore a metric interface has been implemented that allows the determination of the PLFMs variation degree, to evaluate its flexibility and adequacy.

RequiLine has been evaluated in cooperation with Robert Bosch GmbH in the context of the development of motor control units. RequiLine detected several defects in the motor control units PLFM. Additionally RequiLine helped in retrieving information about the variation degree and other needful statistical information, that influences the further development at Bosch.
In the last year we have improved our methodology for developing a product line platform architecture (PLPA) based on a feature model, thus allowing for smooth transition from requirements engineering to architecture modeling. While the single phases of the software development process are mostly self-contained with continuous methodology, notation and also adequate tool support, the transitions often exhibit a gap. To bridge this gap, transformations between the different methodologies and notations used in the adjacent phases are needed. But the abstraction needed for these transformations results in information loss.

By providing a methodology which minimizes the information loss between the single phases of the software engineering process, traceability of modeling decisions can be ensured. This results in a better documentation of the process and its products which in turn eases the evolution of the products and ensures return of investment.

Feature Modeling can assist this task by providing an input for the design process to identify components and structures of the PLPA. The main advantage of this procedure is that the feature model defines already a net of terms, which are identified to be crucial for the system, and the variability among them. These terms - the features - are thereby organized in a structure (here: a tree or graph) abstracting from the nebulous cloud of customers requirements. Thus, feature modeling supplements the output of the requirements process (namely the requirements specification), by providing a more formal and structured input for the following design phase. This aids the software architect finding the structure for the system and identifying architectural components. When analyzing the feature model to identify architectural component candidates, the
categorization defined by the architectural style chosen has to be taken into account. This way all features modeled in the feature model are sieved by some kind of filter stack, defined by the chosen architectural style, see the following Figure.

The categorization respectively modularization defined by the chosen architectural style will rarely map one to one to the features modeled in the feature model. Therefore each feature has to be analyzed to that effect which parts of its specification map into which category defined by the architectural style. We call these parts feature components (FC). We are convinced that features can not be directly mapped to architectural components like classes, aspects, or other technical components because a feature model and thus its features are an abstraction of the requirements of an SPL. Because an architectural design has to be concrete on its components, one has to analyze the features on how they contribute to architectural components. Hence this transformation, in our opinion, can not be automated, but supported by a set of transformation rules which help the designer to identify architectural components.

First, all features have to be analyzed with respect to the chosen architectural style to find how they contribute to the different categories defined by the architectural style. This way, lists of feature components are created for the different categories of the architecture. In the next step the relationships between the earlier identified feature components have to be analyzed, based on the feature descriptions and a set of transformation rules. The result of this process is a net of feature components which serves as an input for the next step. The analysis of the feature components is not straightforward, and several iteration steps are needed to obtain the final net of feature components.

During identification of the feature components each variability, which is assigned to a feature in the feature model, is analyzed to determine whether it influences one of the feature components derived from the feature. If so, the feature component concerned is also assigned the variability, which is depicted in the figure above, by a red circle (denoting an option) or red diamond (denoting an alternative). Therefore, a variability modeled in the feature model can be distributed over a set of feature components which all have the same variability with the same ID assignment. This way, traceability of the domain variability modeled in the feature model is ensured.
In the next step architectural components must be formed based on the feature components identified before, according to the modularization criteria used at the subsystem level of the architecture. In order to form e.g. classes, each component feature has to be analyzed to determine whether it denotes a class, a responsibility (method) of a class, or an attribute of a class. This way a class diagram representing the static structure of the product line platform architecture is created.

Product Line Development for Embedded Systems
A. Nyßen, H. Lichter

External cooperation: ABB Corporate Research, Ladenburg

While hardware development is largely understood and can be efficiently performed, state-of-the-art software engineering for embedded systems is far behind that of other application areas. Thus, embedded software systems are often monolithic platform-dependent systems that are built from scratch and are hard to maintain, upgrade, customize or even port to other platforms. To establish systematic development to this field is challenging, because the stringent non-functional requirements that are imposed on an embedded software system by its surrounding environment (like memory consumption or timing constraints) and the special application domains (e.g. hazardous application areas) do not allow to apply common software engineering practices “as is” but require that they have to be “tailored” to meet these new demanding requirements. Inspired by the large success product line engineering has brought to hardware development, it seems to be a promising approach to gain more reuse, higher product quality and lower product development costs in software development also, especially in the development of embedded software systems.

However, product-line practices cannot be reasonably applied if no systematic development is established in the developing organization, which can be taken as a firm basis to build upon. That is why past work of this project focussed on methodical aspects and - furthermore inspired by the practical needs of our business cooperation partners - resulted in the definition of an iterative development process and a detailed design method (at first for the single product case) that are capable of forming the basis for the application of more far-reaching product line engineering practices.

While the introduction and optimization of the conceived process and methodology with our business cooperation partners has been considerably supported, current research work is this project is focussing on a more sophisticated UML2-based notation for product-line architectural models, as well as on methodology to support the design of those. This elevated concentration is done, because a product-line architecture is being regarded as the major core asset of a product line - as it forms the bases for all succeeding development activities inside the product-line life cycle. In this context,
much work is also spent on the development of a visual modeling tool supporting the
developed notation and design methodology, called ViPER (Visual Modeling Platform
for Embedded System ARchitectures). It is intended to be a research prototype to
demonstrate the conceived notation and methodology. Furthermore it will later be
employed to demonstrate the integration of architectural models with those models of
preceeding and succeeding development phases, e.g. by offering source code genera-
tion capabilities based to support the implementation.

Process and Tool Support for the Maintenance of Hierarchical
Product Lines
H. Schackmann, H. Lichter

External cooperation: Kisters AG, Aachen

The parallel development and maintenance of multiple customer specific products
within a product line requires serious efforts for coordination and monitoring. This
is especially the case, when different product lines are based on a set of common
assets and must share the development resources. The particular products may have
different release plans that must be fulfilled. Development resources must be shared
efficiently between product development projects and platform development. The
common platform, as well as the platform of each product line based on it, must
serve the sometimes diverging needs of the products. But it must be prevented that
this results in different variants of a platform that are maintained in parallel. Under
these circumstances adequate processes with suitable tool support are necessary to
take advantage of the synergies in product line development.

We identified the necessity of investigating the cost effects of product line variabil-
ities during the evolution of the product line. This requires a suitable approach for
costing which differs from project-centric cost accounting. The intention is to use
this information to enable substantiated decisions to control the evolution of variation
points in a software product line. An improved transparency of the different activities,
their progress and their costs will support the product-line wide coordination and
planning. To improve the monitoring of development projects, several metrics of
interest based on change request data were defined. Since existing tools were not
sufficient to evaluate the desired metrics, an independent metrics tool was developed,
that enables to define metrics in a very flexible way. This tool will further be enhanced
and evaluated in practice.

Based on the development process that was designed in cooperation with Kisters AG
that is targeted to fit the needs of evolving of multi-products in a multi-project context,
we analysed weaknesses in existing tool support. We worked on improvements for
tools in the area of change request management and task planning, as well as in the
area of automatic software tests. A framework was developed that basically supports the administration, execution and reporting for different kinds of automatic software tests. It will be extended to support testing in a heterogeneous product environment.

**Other Activities**

Board Member of the GI-Fachgruppe 2.1.6. Requirements Engineering, H. Lichter

Reviewer for dpunkt-Verlag Heidelberg and computing reviews, H. Lichter

Member of the program committee, GI-Conference Modellierung 2006, Innsbruck, March 22-24, 2006, H. Lichter


Organization of the Computer Science Department’s mentors program, H. Lichter

Member of the Computer Science Department’s committee for Service-Lehre, H. Lichter

Member of the examination board of Computational Material Science, H. Lichter

Organization of the Beginner’s Course in Computer Science 2006, H. Lichter, T. Weiler

Speaker of the GI-Arbeitskreis Werkzeuge für die Produktlinienentwicklung of the GI-Fachgruppe Requirements Engineering, T. von der Maßen

**Talks and Publications**

**Talks**

H. Lichter: *Umsetzung von Prozessverbesserungsmanahmen*, KISTERS AG, Aachen

H. Lichter: *Ein RE-Ansatz für die Einführung eines Data Warehouse Systems*, STAWAG, Aachen

A. Nyßen: *Model-driven development of embedded software applications*, ABB Automation Products GmbH, Göttingen


**Publications**


